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\]
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\[
\begin{bmatrix}
    u \\
    v
\end{bmatrix} = \begin{bmatrix}
    a & b \\
    c & d
\end{bmatrix} \begin{bmatrix}
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\end{bmatrix} + \begin{bmatrix}
    c \\
    e
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Affine Transformation

Point \((x,y)\) is mapped to \((u,v)\) by the linear function:

\[
\begin{align*}
    u &= a \ x + b \ y + c \\
    v &= c \ x + d \ y + e
\end{align*}
\]

Using homogeneous coordinates:

\[
\begin{bmatrix}
    u \\
    v \\
    1
\end{bmatrix} =
\begin{bmatrix}
    a & b & c \\
    c & d & e \\
    0 & 0 & 1
\end{bmatrix}
\begin{bmatrix}
    x \\
    y \\
    1
\end{bmatrix}
\]
Matlab

t = cp2tform(src_points, target_points, ‘affine’);

src_points: (x1 y1; x2 y2; x3 y3; …)
target_points: (u1 v1; u2 v2; u3 v3; …)

\[ q = [x \ y \ 1] * t.tdata.T; \quad \% q = [u \ v \ 1] \]

Other transformations: ‘similarity’, ‘projective’
Match points to the closest SIFT target points and compute the overall SIFT feature difference.
Demo and Assignment Discussion
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